
Extended Abstract

Motivation Math reasoning is important for language models as the basis for more complex skills
that depend on understanding mathematical arguments. But most research occurs with large models,
which puts it out of reach for those without access to specialized hardware for training. Because of
this, our motivation is to improve math reasoning on a 0.5B parameter model and to demonstrate that
it’s possible to make the improvements with a consumer GPU using as little memory as possible.

Method First we construct our baseline models. We use SFT on the
Asap7772/cog_behav_all_strategies dataset [8] to improve math reasoning and separately
use SFT on the Smoltalk dataset [12] to improve instruction following. We also use DPO [11] and
RLOO [15] on Countdown [1] to further improve our math reasoning SFT model and use DPO [11]
on Ultrafeedback [16] to further improve our instruction following SFT model.

Our approach uses multiple groups of specialized agents to generate several different responses for
each prompt and then choose the best response. However, we find that our smaller model struggles
with picking the best response as a single task, so we further subdivide the selection process into
evaluation and selection and allow the Selector agent to see the Critic agent’s outputs. We also add a
subtask for extraction that invokes a calculator tool to simplify the inputs and reduce the memory
needed for evaluation and selection. Our clear separation of tasks makes it easier to debug the system
and for each agent to learn its task. To make the system more robust to mistakes in a single agent,
we use several copies of these agent groups, with each agent in each group using a separate LoRA
adapter [4] to reduce memory usage. Each agent group outputs its own answer and then they debate
by evaluating each other’s answers and each selecting the one they think is best. This is repeated a
few times until they choose a final response by majority vote.

Implementation The Generator agent uses a base model trained on math reasoning datasets [8]
and [1] and outputs 4 different responses. The other agents use a base model trained with SFT on an
instruction following dataset [12] because their tasks do not require math reasoning. Their prompts
include 2-3 examples of expected input and output to help teach them the task before fine-tuning.
The Generator and Selector agents use sampling to output their responses. The Critic agent simply
chooses “Correct” or “Incorrect” based on the one with higher logits. The Selector agent chooses the
extracted answer with the highest logits conditioned on the prompt.

Results On our evaluation dataset of 200 Countdown-like inputs, our system outperforms each of
our baseline models without fine-tuning even with only 1 agent group (SFT improves from 0.316 to
0.458). With 3 agent groups, we see substantial increases compared to 1 agent group (SFT improves
from 0.458 to 0.542). When we use automatic extraction instead of the Extractor agent, our system
increases its score even more (SFT scores 0.639 with 1 agent group and 0.744 with 3 agent groups).
With fine-tuning, our system declines in performance (0.271 with 1 agent group and 0.240 with 3
agent groups), suggesting significant room for improvement in our training implementation.

Discussion Task specialization enabled us to use targeted prompts so each agent could handle its
task even before fine-tuning. It also allowed us to quickly debug our system and make targeted changes
to the agents making mistakes. Using multiple agent groups improved robustness and using more
of them should lead to further reasoning enhancement. Our system without fine-tuning performed
better than after our fine-tuning, suggesting that addressing our suboptimal training implementation
could lead to substantial improvements. Orchestrating groups of specialized expert agents seems a
promising approach for robust and accurate reasoning systems, particularly for small models. We
believe this can apply to many different challenging generation tasks.

Conclusion We improve math reasoning in small language models by decomposing reasoning
into generation, extraction, evaluation, and selection and by using multiple of these groups with
multi-agent debate. With our system, we significantly improve accuracy and robustness even without
training. One limitation of our system is that it cannot recover if all generated responses are incorrect,
even if it notices this. Future work will focus on the addition of refinement agents that can point out
flaws in the reasoning or suggest alternative more unconventional approaches to solving the problem.
In particular it will focus on such agents using small language models that run on consumer GPUs.
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Abstract

Math reasoning is important for language models as the basis for more complex
skills that depend on understanding mathematical arguments. But most research
occurs with large models, which puts it out of reach for those without access to
specialized hardware for training. This work introduces a system with multiple
groups of agents that substantially improves math reasoning in small language
models. Each agent group works by using one agent to generate several different
responses to the prompt, using a second agent to extract each answer and invoke a
calculator tool, using a third agent to evaluate for each answer if the input criteria
are met, and using a fourth agent to select a correct answer. The agent groups
then debate and select a final answer with majority vote. Using multiple agent
groups improves robustness by allowing our system to output a correct response
even if only 1 of the initial 12 generated responses is correct. Decomposing the
task into the subtasks we do makes it much easier to debug our system and quickly
improve the agents that are making mistakes. By using Low Rank Adaptation for
our fine-tuning, we show a significant reduction in memory compared to similar
approaches and are able to train the model on a consumer GPU with only 8 GB
of VRAM. We evaluate our system on the Countdown task and show substantial
improvement over our baseline models, even with no additional training. We
believe this framework of multiple groups of specialized expert agents can be
generalized for any challenging reasoning task.

1 Introduction

Math reasoning is an important task for language models because it’s a skill that helps unlock several
more advanced capabilities and is possible to verify automatically with standardized outputs. But
most research on math reasoning occurs with large models that cannot be trained on consumer GPUs.
This is especially important for researchers who wish to avoid spending significant compute budgets
trying innovative techniques before scaling to larger models.

An example of math reasoning is the Countdown dataset [1], where the model gets a target number
and needs to use the other numbers exactly once in a mathematical expression that equals the target.
This is challenging because language models are generally unable to evaluate math expressions
consistently. Even after fine-tuning on this task, a model may output something invalid. For example,
if the target is 76, and the numbers are 32, 36, and 19, it might output something like “Because I can
get to 66 with 32+36, I can subtract that from 76 to get 16, which is almost 19.” It’s also challenging
because there are many ways to combine the numbers, and usually very few correct solutions.

In this work, we address these problems with a multi-agent system that can generate several solutions
and automatically extract, evaluate, and select the best answers. We use a 0.5B parameter base model
and can score 0.543 on a Countdown-like dataset with a base model that barely scores 0.316. We
improve upon baseline models trained with standard SFT and RL methods even with no further
fine-tuning. Additionally, we optimize for low-memory environments by using memory reduction
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techniques that allow training 12 different models concurrently on a single 8GB VRAM consumer
GPU.

2 Related Work

2.1 Multi-agent systems

Our initial paradigm of splitting the generation and selection comes from Multiagent Finetuning [2],
where Submramaniam et al. describe a multi-agent approach to training a model to self-improve
and generate diverse outputs. They first create 2N copies of the model: N generation agents and N
critic agents. Then they run M rounds of multi-agent debate, where the first round involves each
generation agent generating an output to the input text and subsequent rounds use the critic agents
to generate a response based on the summary of the outputs of all agents from the previous round.
Multi-agent debate ends with a majority vote for the final output to the initial input. Then they
construct the training data for the generation agents by filtering to only the outputs they had that
matched the majority vote output. For the critic agents, the training data consist of a weighted sample
of the outputs that it successfully corrected to match the majority vote output and the outputs that it
successfully did not change and matched the majority vote output. By training each agent only on its
own data, each agent learns to specialize and generate diverse reasoning chains.

2.1.1 Task decomposition

Submramaniam et al. [2] use a larger model (4B-8B parameters vs our 0.5B parameter model), and
smaller models such as ours can struggle to learn how to critique a response effectively. In “Generator
evaluator-selector net for panoptic image segmentation and splitting unfamiliar objects into parts” [3]
Eppel and Aspuru-Guzik describe how generating a full solution is much harder to do consistently.
While their work focuses on the computer vision task of panoptic segmentation, the same applies
to language modeling, and they include language modeling examples in their arguments. Similar
to Submraniam et al. [2], they separate generation and evaluation, but they further subdivide the
evaluation task into evaluation and selection. They also apply the evaluator and selector independently
to separate parts of the generated image, which gives more feedback to the generator and allows them
to combine the parts together. They show that even with a model that initially has low quality but
high variability, they are able to use it in their system to generate good results when they have high
quality evaluator and selector models.

2.2 Reducing memory usage

Submramaniam et al. [2] point out that training and inference are much more expensive and take
much longer due to having multiple copies of the model. In our approach, we use Low Rank
Adaptation (LoRA) [4] to significantly reduce the memory costs. LoRA works by freezing the initial
model and instead adding a pair of trainable matrices of weights to each Transformer layer for rank
decomposition. It significantly reduces the number of parameters and memory required for training a
model but does not increase the inference time or reduce model quality.

2.3 Tool usage

In Toolformer [5], Schick et al. describe how models can teach themselves to use tools in a self-
supervised manner with only a few human-annotated examples. They accomplish this by first
converting their existing dataset to a new dataset that has API calls for tools and then using the new
dataset to fine-tune an LLM to inject API calls to these tools when the input context suggests a tool
might be helpful. Constructing the dataset with tool usage is done by prompting the model with
in-context learning examples to suggest possible API calls for each input text in the training data,
executing those API calls, and filtering the results to only the calls where both the input and output of
the API call help the model better predict the rest of the input text.

As Schick et al. [5] point out, models with fewer than 775M parameters struggle to learn how to
effectively use tools. By vastly simplifying the tool-calling paradigm, we are able to allow a model
that was trained only on generic instruction fine-tuning to consistently invoke a tool with only 2
in-context examples and no further fine-tuning.
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2.4 In-context learning

In "LIn "Language Models are Few-Shot Learners" [6], Brown et al. show that language models
can show performance improvements at inference time without fine-tuning by having the models
learn from the context within their prompt. They show that adding several examples to the prompt of
what the model should do can help it figure out what the task is and how to accomplish it. While
fine-tuning on a sufficient amount of data will show better performance than in-context learning,
in-context learning is often a good approach for models that have yet to be trained and where training
data is limited.

2.5 Chain of Thought

In “Large Language Models are Zero-Shot Reasoners” [7], Kojima et al. show how prompting a
model to show its work can help improve its performance on reasoning tasks at the cost of using
more compute at inference time. They try out several different prompting techniques and find that
“Let’s think step by step” has the best performance. They show that this works even in the Zero-Shot
setting, where the model has not been fine-tuned on examples with this prompt and where there are
no examples in the prompt itself.

3 Method

3.1 Baseline approaches

As described below, our system uses both math reasoning and instruction following to generate
answers and select the best one, so we first fine-tune base models to use. For math reasoning, we
use SFT on the Asap7772/cog_behav_all_strategies dataset [8] to teach the model how to use Chain
of Thought reasoning and for instruction use SFT on the Smoltalk dataset [12]. We also use Direct
Preference Optimization (DPO) [11] and Reinforce Leave-One-Out (RLOO) [15] on Countdown [1]
to further improve our math reasoning SFT model, and we use DPO [11] on Ultrafeedback [16] to
further improve our instruction following SFT model.

3.2 Multi-agent system

As described by Eppel and Aspuru-Guzik [3], it is much harder for a model to consistently generate
a correct output than it is to evaluate and select the best output. Initially we attempted to follow
Subramaniam et al.’s [2] approach to use a single agent that can evaluate the initially generated
responses, but it was difficult coming up with a prompt that would allow our small model to do that
effectively and it was hard to determine whether the model was incorrectly evaluating a response
as correct or whether it was selecting a response that it had already determined was incorrect. We
discovered Eppel and Aspuru-Guzik’s [3] approach of splitting the evaluator into separate models for
evaluation and selection, and we find it works much better, with our critic model scoring accurately
classifying 90% of responses even without training. We also add an extractor agent that can extract
the relevant part of the generated response to use in the evaluation and selection inputs.

Each agent is a separate LoRA [4] fine-tune that has its own loss function, and the loss for each
agent is based on what its output should be if its input were correct. This helps each agent train
independently and be able to improve even if other agents are low quality.

We also find that separating the agents for extraction, evaluation, and selection makes it significantly
easier to debug the multi-agent system to determine which component is failing and what we can do
to improve it. For example, if the selector agent chooses an incorrect example, but the critic agent has
classified it as correct, that means that the critic agent needs to improve, and the selector agent’s loss
could still be low.

3.2.1 Agent group overview

First, the Generator agent generates several different responses to the prompt. Next, the Extractor
agent extracts the answers from each response. Then, the Critic agent evaluates each answer for
correctness. Finally, the Selector agent chooses the final answer for the agent group to output.
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Figure 1: An example of an input being processed by a multi-agent group in our system. First the
Generator agent takes the input and generates several different responses. Next, the Extractor agent
extracts the answers from each response and invokes the calculator tool to compute the expression
value. Then, the Critic agent evaluates each answer and prepends if it is "Correct" or "Incorrect".
Finally, the Selector agent chooses one of the answers as the group’s final response.

3.2.2 Generator agent

The Generator agent’s role is to generate several different possible answers, each with an expression
that satisfies the criteria of the prompt. It constructs a prompt instructing it to generate a response
that outputs an expression that equals the target and that uses the other numbers in the input exactly
once. It has the “User” give it those instructions and then starts its response with “Assistant: Let me
solve this step by step.” See Appendix: Prompts for the full prompt. This Chain of Thought “Let me
solve this step by step” comes from Kojima et al.’s [7] best performing prompt in their paper and
helps the model explain its thoughts on its way to a final answer. The prompt instructs the model to
output the answer between <answer></answer> tags, and this helps it be easier to extract later.

3.2.3 Extractor agent

The Extractor agent’s role is to generate a response that extracts the answer expression from each
sampled response from the Generator agent. We add this agent to the Generator-Evaluator-Selector
framework from Eppel and Aspuru-Guzik [3] because the Critic and Selector agents do not need to
reason over the entire response, and the extra chain-of-thought context in the response confuses them.

The Extractor agent is the only agent that is allowed to use the calculator tool, which it invokes to
compute the value of the expression in the answer. It invokes the calculator tool by generating a token
with = or ≈ in it, and then the calculator tool parses the previous tokens to determine the expression
and then uses the Python eval function to compute the value.

Unlike Schick et al.’s [5] Toolformer, we do not need to fine-tune our model with examples of
calculator usage because our tool calling API (i.e. checking for =) is much simpler. However, we
do include several instructions in our prompt for how to invoke the calculator tool and 2 different
examples of extracting a response and invoking the tool with =.

Because our Extractor agent is often the worst performing of our agents, we also include a variant
of our system that replaces the Extractor agent with code that programmatically extracts the answer
from the generated response and uses the calculator tool on that.

3.2.4 Critic agent

The Critic agent’s role is to evaluate the answer with the computed value to determine if it satisfies the
criteria of the problem. For Countdown [1], that means that the expression must evaluate to the target
value and that each other number in the input must occur exactly once in the expression. Because
the Extractor agent already used the calculator to include the expression value, the Critic agent’s job
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Figure 2: Our system architecture with multiple agent groups. Each agent group processes the input
independently as described above. In each round of multi-agent debate, the Critic agent in each agent
group evaluates all agent groups’ responses for correctness, and each Selector agent selects one of
them to output. After several rounds of debate, the system’s final answer is selected by majority vote.

is much easier and does not require it to use math reasoning to compute the expression value. The
Critic agent’s prompt instructs it to output either “Correct” or “Incorrect” and includes 1 example of
an “Incorrect” input and 1 example of a “Correct” input.

Unlike the Generator and Extractor agents which use sampling to generate their responses, the Critic
agent runs its prompt through the model and predicts logits for the next token. If the logits for
“Correct” are higher than the logits for “Incorrect”, it outputs “Correct” and vice-versa. This is much
more efficient than sampling a token and trying to parse it.

3.2.5 Selector agent

The Selector agent’s role is to choose the best answer to the problem. Because the Critic agent has
already determined which answers are correct, the Selector agent’s job is much easier since it just
needs to pick any answer that is annotated as “Correct”. The input to the Selector agent consists of
the list of answers extracted by the Extractor agent, each prefixed by either “Correct” or “Incorrect”
as determined by the Critic agent (see Figure 1 for an example). To simplify the task, we instruct
the model to output the first “Correct” answer, even though any of the “Correct” responses would
be valid. The Selector agent is instructed to select “None of the above” if none of the answers are
correct. In our prompt, we include 2 examples with a selected answer and 1 example where it selects
“None of the above”.

Similar to the Critic agent, the Selector agent runs its prompt through the model and does not sample
a response. However, the Selector agent constructs N+1 different versions of its prompt, each ending
with the agent selecting a different answer - one for each of the extracted answers and one for the
“None of the above” answer. Instead of sampling tokens to generate the selection, the agent computes
log probabilities for all the answers and chooses the answer with the highest mean log probability.
This is more efficient than sampling and is much more likely to have the agent select a valid response
instead of generating a new (likely incorrect) answer.

3.3 Agent groups

Above we describe how the different agents work together to generate and select a good response.
However, due to the sequential nature of the task decomposition, a poorly performing agent can lead
to incorrect responses from the whole system. Subramaniam et al. [2] use multiple copies of their
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generator and critic agents and use majority vote to select the most common answer. This reduces
variance because if one agent in one of the groups performs poorly on a prompt, it is still possible
for the other groups to generate a good response and have the majority vote choose that. We use the
same paradigm in our system and have 3 copies of each agent, using majority vote to select the most
common answer among the groups.

Another technique we adapt from Subramaniam et al. [2] is to use multi-agent debate. In their
approach, each critic agent sees the entire generated response from each generator agent before
it outputs its own response. We use a simpler approach, primarily to reduce memory usage and
generation time. In our approach, we have each agent group output its Selector agent’s response. And
then we have each agent group process all agent groups’ responses with their Critic and Selector
agents to produce a new answer. We repeat this up to 3 times and then use majority vote. If all agent
groups output the same answer, we end early and use that as the final output of the system. The
multi-agent debate technique helps when only 1 agent group outputs a correct answer, and the other
agent groups can recognize that correct answer and output it too, improving the robustness of the
system.

Since each agent is trained only from its own group’s data, they become specialized and start having
diverse responses relative to each other.

4 Experimental Setup

4.1 Data

We use the Countdown dataset [1] for training our model and we evaluate on a sample of 200 inputs
that are similar in style to it. We use the prompt from the Asap7772/cog_behav_all_strategies dataset
[8] to tokenize the input. We use the two stage (format and correctness) evaluation approach from
TinyZero [9] to score the outputs. Correct answers get a score of 1, incorrect answers in the right
format get a score of 0.1, and answers in the wrong format get a score of 0. For training, we first split
the dataset into a consistent 90% train and 10% validation split and use the validation split to gauge
when to stop training. For training data used in constructing the baseline models see the Appendix.

4.2 Base models

All base models start originally from the Qwen2.5 0.5B parameter base model [10].

For the Generator agent, we use 2 different base models. Both are SFT trained on the
Asap7772/cog_behav_all_strategies dataset [8] to learn Chain of Thought reasoning strategies. One
of them is further fine-tuned with Direct Preference Optimization (DPO) [11] on the Countdown
dataset, which significantly improves its ability to consistently generate correct responses.

For the Extractor, Critic, and Selector agents, we use a model that we SFT trained on the Smoltalk
dataset [12] to improve their ability to follow the instructions in the prompt. None of these 3 agents
need any math reasoning to complete their task. This SFT training significantly improves their ability
to output the correct responses even without further fine-tuning.

4.3 Hyperparameters

In our experiments, we have the Generator agent output 4 samples to memory and time constraints.
We use a relatively low temperature of 0.5 during sampling to help the model be more likely to output
the tokens with higher probability in its response. The Generator agent is allowed to output up to 512
new tokens during training and up to 1024 during evaluation. The Extractor agent was allowed up to
40. We use the AdamW [13] optimizer with a learning rate of 1e-5. Due to GPU memory limitations,
we use a mini-batch size of 1 and accumulate 8 mini-batches before each gradient step. We allow up
to 3 debate rounds per prompt. For hyperparameters used in constructing the baseline models see the
Appendix.

4.4 Hardware

Experiments are run on our consumer desktop. It has an Nvidia RTX 2070 Super GPU with 8GB of
VRAM, and a Ryzen Threadripper 1900X CPU with 32 GB of RAM.
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4.5 Experiments

We compare the following models and systems: our SFT math reasoning model, our DPO math
reasoning model, our RLOO math reasoning model, and our multi-agent system. For our multi-agent
system, we compare the performance with 1 agent group vs 3, with automatic extraction vs the
Extractor agent, and with fine-tuning vs no fine-tuning. For experiments comparing different baseline
models used within our multi-agent system see the Appendix.

5 Results

Model Number
of agent
groups

Extractor Score Score - at
least one
correct
generation

% at least
one correct
generation

SFT N/A N/A 0.316 N/A N/A
DPO N/A N/A 0.748 N/A N/A
RLOO N/A N/A 0.73 N/A N/A
Untrained agent system 1 Agent 0.458 0.674 63.5%
Untrained agent system 3 Agent 0.542 0.663 79.0%
Untrained agent system 1 Automatic 0.639 0.950 63.5%
Untrained agent system 3 Automatic 0.744 0.915 79.0%
Fine-tuned agent system 1 Agent 0.271 0.363 68.5%
Fine-tuned agent system 3 Agent 0.240 0.281 80.0%
Fine-tuned agent system 1 Automatic 0.604 0.926 61.0%
Fine-tuned agent system 3 Automatic 0.712 0.875 79.0%

Table 1: We compare a few configurations of our system with the baselines. Agent extraction refers
to using the Extractor agent with the calculator, while automatic replaces that with code that extracts
and computes the value. For our system, we show the score on all prompts as well as the score on the
prompts where the Generator agent successfully outputs at least one correct response.

5.1 Quantitative Evaluation

Table 1 shows a comparison of our results on the 200 inputs in our evaluation set across several
versions of our system and the baselines. Our multi-agent system improves the results of the baseline
SFT model it uses for the Generator agent from 0.316 to 0.458 with a single agent group and 0.542
with 3 agent groups without any fine-tuning. When we use automatic extraction, it increases to 0.639
and 0.744 respectively, which is on par with the baseline RL methods. The baseline RL methods each
took over 24 hours of training, while our system requires no training. Due to bugs in our training
implementation, our system regresses during fine-tuning, especially with the Extractor agent, scoring
0.271 with 1 agent group and 0.240 with 3 groups.

We also measure the score when the Generator agent successfully outputs at least one correct response
to show that our system is quite good at selecting the best generated response, scoring 0.915 with
automatic extraction and 0.663 with the Extractor agent.

5.2 Qualitative Analysis

5.2.1 Benefits of task specialization and agent groups

Task specialization allowed us to use more focused prompts that allow each agent to do its task well,
even before any fine-tuning. We were able to debug our system with metrics indicating how well each
agent is doing and make targeted adjustments to the prompts of agents that were making mistakes.
The modularity allowed us to try out different components, different base models, different prompts,
and even do an ablation on replacing the Extractor agent with code.

Using several agent groups with multi-agent debate improves robustness, helping the system output a
correct answer even if only 1 out of the initial 12 responses is correct. Using more agent groups will
likely lead to further improvements. Allowing the Selector agent to select “None of the above” is
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particularly useful with multiple agent groups because it helps the agent groups pick another group’s
answer instead of an arbitrary incorrect answer from the first agent group.

5.2.2 Error analysis

Our fine-tuned system performs worse than the untrained system. This is especially surprising for
the automatic extraction version since the Selector’s accuracy increased during training and the
Critic’s accuracy was consistently 98-100%. This clearly indicates our training implementation is
suboptimal, and future work should focus on updating this (e.g. with different learning rates, different
loss functions, etc.).

The system is quite reliant on the Extractor agent to both successfully extract the answer and to
invoke the calculator to compute the expression. Especially for less consistent generation models
(i.e. SFT base), the overall quality degrades significantly with the Extractor agent vs the automatic
extraction.

The Critic agent is quite good at classifying answers that evaluate to a number that isn’t the target as
“Incorrect”, but it is much worse at classifying answers that fail to use each input number exactly
once. In practice, this is less of a concern because most of the time such answers also do not evaluate
to the target number and are thus able to be classified appropriately.

The Selector agent frequently fails to select “None of the above” even when the Critic agent marks
all the answers as “Incorrect”. In the single agent group system, this is actually a positive because the
incorrect answer is scored as 0.1, while “None of the above” would score 0. But with multiple agent
groups, this is unhelpful because of the ability to pick another group’s answer.

6 Discussion

6.1 Implementation challenges

Our system is sensitive to the prompts we use for each agent, and it took several tries for us to find
ones that allow the agents to complete their tasks. This was particularly challenging for the Extractor
agent, which needs several repetitions of how to invoke the calculator tool. Even with that, it still
frequently generates other text instead. We also frequently exceeded our GPU’s memory, so we had
to reduce our generation token limits during training to fit on the GPU. During fine-tuning, we see
the accuracy of the agents either remaining constant or increasing, but still see a significant decrease
in score after training.

6.2 Broader implications

Our system with more granular agents improves upon Subramaniam et al.’s [2] multi-agent system by
making the tasks simpler so smaller models can successfully complete them. It also means that agents
can be trained with LoRA [4] instead of a full fine-tune, resulting in significant memory reductions.
It is also faster since the Critic and Selector agents (as well as multi-agent debate) do not require
sampling responses and thus take <1 second each.

By generalizing Eppel and Aspuru-Guzik’s [3] Generator-Evaluator-Selector to language models and
putting it in multiple agent groups like Subramaniam et al. [2], we also create an architectural pattern
that we believe can apply to many challenging generation tasks. Building a robust reasoning system
involves orchestrating groups of several small specialized expert agents instead of a large model that
tries to do everything well on its first try. The multiple groups makes it robust to errors, while the
specialization within each group makes it easy to debug and to compose several agents together. It
also allows running them on consumer hardware with smaller GPUs or even CPUs.

7 Conclusion

We address the problem of improving math reasoning in small language models by focusing on the
brittleness of consistently generating a single correct response and augmenting a math reasoning
model with a multi-agent system that can generate many responses and pick the best ones. We
demonstrate that by decomposing reasoning into generation, extraction, evaluation, and selection and
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by using multiple of these groups with multi-agent debate, we can significantly improve accuracy
and robustness even without fine-tuning, as shown by our results on the Countdown dataset.

7.1 Future work

One limitation of our system is that there is currently no mechanism by which the agent system can
recover if none of the generated responses are correct, even if the system recognizes that this is the
case. One simple approach is to use the Selector agent’s “None of the above” output as a signal to
retry generation. But this may not be helpful because the Selector agent often does not select that
even when the Critic agent has indicated none of the answers are correct. A more promising and
general approach would be to consider different refinement agents that can point out flaws in the
reasoning or can suggest alternative more unconventional approaches to solving the problem. This is
something that DeepMind proposed for science reasoning with “Towards an AI co-scientist” [14],
but for a model 3 orders of magnitude larger. We believe that future work should investigate how to
use similar approaches for refinement in smaller models that can run on consumer GPUs.

8 Team Contributions
• Benjamin Marks:

– Data loading for Asap7772/cog_behav_all_strategies, Smoltalk, Countdown, and Ul-
traFeedback

– SFT, DPO, RLOO implementations
– Generator, Extractor, Critic, and Selector agents and their loss functions
– Calculator tool invocation and implementation
– Multi-agent debate, majority vote selection
– Evaluation scripts and notebooks
– LoRA finetuning, Weights & Biases integration, HF hub integration

Changes from Proposal Due to unforeseen circumstances, the external person working on this
project was not able to contribute.

We focused our efforts primarily on the math reasoning task instead of both math reasoning and
instruction following. We did not run RLOO on the UltraFeedback dataset, and we did not implement
tools for instruction following. Additionally, our tool invocation strategy was not as extensive as we
described in the proposal (e.g. we did not construct a fine-tuned dataset to make it aware of tool calls,
and we did not extend the tool calling to support multiple tool calls). We did not apply per-agent
restrictions on the use of tools and instead restricted the usage to only a single class of agent (the
Extractor agent).

Instead of having more groups of agents like Submraniam et al. [2], we instead used 2 additional
agents per agent group (Extractor and Selector) to simplify the tasks for smaller models. We also
made significant optimizations to focus on memory usage, allowing our system to train efficiently on
GPUs with less than 8GB of VRAM.
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A Additional Experiments

A.1 Constructing baseline models

This section describes how we construct the baseline SFT, DPO, and RLOO models we use for
comparisons.

For all training runs we accumulate 16 minibatches of size 1 for each gradient step and use the
AdamW optimizer with a learning rate of 1e-5. For DPO for both math reasoning and instruction
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following, we use β = 0.1 to encourage exploration away from the reference model. For DPO and
RLOO on math reasoning, the base model is the SFT model for math reasoning, and for DPO on
instruction following, the base model is the SFT model for instruction following. For DPO on math
reasoning, we sample 16 responses for each prompt with the model being trained and use the one
with the highest reward as the preferred option and the one with the lowest reward as the dispreferred
option.

For SFT for math reasoning we train on the Asap7772/cog_behav_all_strategies dataset [8]. For
SFT for instruction following, we train on the Smoltalk dataset [12]. For DPO and RLOO for math
reasoning we train on the Countdown dataset [1]. For DPO for instruction following we train on the
Ultrafeedback dataset [16].

A.2 Comparisons of baseline models

Model Base models Number
of agent
groups

Extractor Score Score - at
least one
correct
generation

% at least
one correct
generation

SFT Qwen2.5
0.5B Base

N/A N/A 0.316 N/A N/A

DPO SFT N/A N/A 0.748 N/A N/A
RLOO SFT N/A N/A 0.73 N/A N/A
Untrained agent system SFT, SFT 1 Agent 0.458 0.674 63.5%
Untrained agent system SFT, SFT 3 Agent 0.542 0.663 79.0%
Untrained agent system SFT, SFT 1 Automatic 0.639 0.950 63.5%
Untrained agent system SFT, SFT 3 Automatic 0.744 0.915 79.0%
Untrained agent system DPO, SFT 1 Agent 0.779 0.949 80.0%
Untrained agent system DPO, SFT 3 Agent 0.781 0.943 81.0%
Untrained agent system DPO, SFT 1 Automatic 0.802 0.989 79.0%
Untrained agent system DPO, SFT 3 Automatic 0.816 0.978 81.5%
Untrained agent system RLOO, SFT 1 Agent 0.744 0.940 77.0%
Untrained agent system RLOO, SFT 3 Agent 0.756 0.939 78.5%
Untrained agent system RLOO, SFT 1 Automatic 0.775 0.977 77.0%
Untrained agent system RLOO, SFT 3 Automatic 0.793 0.972 79.5%
Untrained agent system SFT, DPO 1 Agent 0.536 0.798 63.5%
Untrained agent system SFT, DPO 3 Agent 0.611 0.750 79.0%
Untrained agent system SFT, DPO 1 Automatic 0.635 0.943 63.5%
Untrained agent system SFT, DPO 3 Automatic 0.753 0.926 79.0%

Table 2: We compare a few configurations of our system with the baselines. Agent extraction refers
to using the Extractor agent with the calculator, while automatic replaces that with code that extracts
and computes the value. For our system, we show the score on all prompts as well as the score
on the prompts where the Generator agent successfully outputs at least one correct response. The
base models indicate which models were used for the math reasoning and instruction following
components of the system.

We compare how well our system does when we vary which baseline models we use as base models
for math reasoning and instruction following. Since our agent system performs better without training,
we did not fine-tune the system with other base models. For math reasoning, we try our SFT, DPO,
and RLOO models as the baseline, and our system shows an improvement relative to those baselines
for all of them with 1 agent group and a larger improvement with 3 agent groups.

We also run an experiment to compare our SFT instruction following model with our DPO instruction
following model and see a substantial improvement in the version with our Extractor agent. With
automatic extraction, the results are approximately the same compared to our SFT instruction
following model.
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B Implementation Details

B.1 Prompts

B.1.1 Generator agent

A conversation between User and Assistant. The user asks a question, and
the Assistant solves it. The assistant first thinks about the reasoning
process in the mind and then provides the user with the answer. User:
Using the numbers %NUMS%, create an equation that equals %TARGET%. You
can use basic arithmetic operations (+, -, *, /) and each number can only
be used once. Show your work in <think> </think> tags. And return the
final answer in <answer> </answer> tags, for example <answer> (1 + 2) / 3
</answer>. Assistant: Let me solve this step by step.

B.1.2 Extractor agent

The students in the class have a homework problem and wrote out their steps
and final answer. Your job is to extract the final answer. The final
answer starts with <answer> and ends with </answer>. When you extract the
final answer, add " = " after the </answer> so it can be evaluated on a
calculator.

Examples:

User: First, let's try to get close to 86: 17 + 13 = 30 (close to 86)
30 + 56 = 86 (target!)

Let's verify: (17 + 13) + 56 = 86 This works! Let's write it as a formal
expression. <answer> (17 + 13) + 56 </answer> </think> <answer> (17 + 13)
+ 56 </answer>

Extract everything in the last <answer> </answer> (including the <answer>
and </answer> tags too) and remember to add " = " at the end.

Assistant: <answer> (17 + 13) + 56 </answer> =

User: First, let's try some initial attempts: 85 + 34 = 119 (too large)
85 - 34 = 51 (closer to 53) 85 + 2 = 87 (even further away from 53)

Let's try a different approach: 85 - 2 = 83 83 - 34 = 49 49 + 30 = 79
(getting closer but still not there)

Let's try one more time: 34 + 2 = 36 85 + 36 = 121 (too large)

Ah! Let's try: 85 - 30 = 55 55 + 2 = 57 57 - 20 = 37 (getting closer)
</think> <answer> (85 - 30 + 2) - 20 </answer>

Extract everything in the last <answer> </answer> (including the <answer>
and </answer> tags too) and remember to add " = " at the end.

Assistant: <answer> (85 - 30 + 2) - 20 </answer> =

User: %RESPONSE%

Extract everything in the last <answer> </answer> (including the <answer>
and </answer> tags too) and remember to add " = " at the end.
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Assistant:

B.1.3 Critic agent

The students in the class have a homework problem to use the numbers %NUMS%
exactly once each to create an equation that equals %TARGET%. Your job is
to evaluate their attempts for correctness. The 2 criteria are: 1. The
Numbers must each be used exactly once. 2. The expression must evaluate
to Target.

If both criteria are satisfied, output "Correct". Otherwise, output
"Incorrect".

Examples:

User: Numbers: [41, 32, 2] Target: 18 Attempt: <answer>(41 - 32) *
2</answer> = 18 Assistant: Correct

User: Numbers: [46, 71, 12] Target: 37 Attempt: <answer>71 - 46 -
12</answer> = 13 Assistant: Incorrect

If each number in %NUMS% is used exactly once and the expression evaluates
to %TARGET%, output "Correct". Otherwise, output "Incorrect".

User: Numbers: %NUMS% Target: %TARGET% Attempt: %ATTEMPT% Assistant:

B.1.4 Selector agent

Your job is to select the first Correct answer from a list of some Correct
and some Incorrect answers. If none of the answers are Correct, please
select "None of the above". Each answer will be on a separate line.
Please select the entire answer as demonstrated in the examples.

Examples:

User:
Correct: <answer>(41 - 32) * 2</answer> = 18
Incorrect: <answer>41 - 32 - 2</answer> = 7
Incorrect: <answer>32 * 2 - 41 - 7</answer> = 16
Correct: <answer>2 * (41 - 32)</answer> = 18

Assistant: <answer>(41 - 32) * 2</answer> = 18

User:
Incorrect: <answer>16 / 4 + 9</answer> = 14
Incorrect: <answer>9 * 4 - 16</answer> = 20

Assistant: None of the above

User:
Incorrect: <answer>71 - 46 - 12</answer> = 13
Correct: <answer>71 - 46 + 12</answer> = 37
Incorrect: <answer>(41 - 32) * 2</answer> = 18
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Assistant: <answer>71 - 46 + 12</answer> = 37

Please select the entire first Correct answer. If none of them are correct,
select "None of the above".

User: %ANSWERS_WITH_CORRECTNESS%

Assistant:

B.2 Loss functions

For the Generator agent, the loss function uses DPO to improve. First we compute the ground truth
rewards for each generated response by the agent within the agent group. Then we add a 50% boost
to the one that was selected by the agent group (enough to select it if it’s the best scoring one, but not
enough for an incorrect response to overtake a correct response). Next we use the one with the highest
reward as the preferred response and the one with the lowest reward as the dispreferred response for
DPO. Like our baseline model training, we use β = 0.1.

For the Extractor agent, we compute the loss only on responses for which there are valid <an-
swer></answer> tags with an equation (the equation can be correct or incorrect). We use Negative
Log Likelihood loss for each response individually, using the automatic extraction answer as the
label.

For the Critic agent, we compute the hinge loss for the margin between the logits of the tokens for
“Correct” and “Incorrect”. We use the ground truth score for the extracted answers as the target labels.
We use a margin of 4.

For the Selector agent, we use the first “Correct” answer as the target (if there are no “Correct”
answers, we use “None of the above”). We then use Negative Log Likelihood loss comparing the
selected answer with the target answer.

B.3 Memory reduction techniques

As described above, we use LoRA to reduce memory during training. We also only keep the one
model that is currently being used on the GPU and move the other models to the CPU. For example,
during generation, we keep the math reasoning LoRA adapter on the GPU and move the instruction
following model to the CPU. Additionally, during training we send each loss backward on the CPU as
soon as we compute it (including for each response for the Generator and Extractor agents) instead of
aggregating them on the GPU. We also do this during RLOO. After accumulating enough minibatches,
we do the optimizer gradient step on the CPU. Instead of computing the logits as we sample, we first
sample and then compute the logits by running the sampled response through the model again.

B.4 Evaluation

For evaluation, we first use vLLM to generate up to 12 responses for each prompt (4 per agent group
and up to 3 agent groups) using the math reasoning model. For the trained models, we compute
the responses separately for each agent group by using the trained LoRA adapters. Next we run the
prompts through our system in Generate mode to skip loss function computation and use the vLLM
responses instead of the Generator agent and then compute the score of the selected response. As
described above, we use up to 1024 tokens during evaluation for generation.
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